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1 Introduction

Recent years have witnessed an increase in the use of embedded systems such as smartphones. According to a recent Gartner report [6], 417 million of worldwide mobile phones were sold in the third quarter of 2010, which corresponds to 35 percent increase from the third quarter of 2009. To make mobile phones more fun and useful, users usually download third-party applications. For example, we can show an increase in third-party apps of Android Market from about 15,000 third-party apps in November 2009 to about 150,000 in November 2010. These applications are used to capture, store, manipulate, and access to data of a sensitive nature in mobile phone. An attacker can launch flow control attacks to compromise the confidentiality and integrity of the Android system and can leak private information without user authorization. In the study presented in Black Hat conference, Daswani [21] analyzed the live behavior of 10,000 Android applications and show that more than 800 were found to be leaking personal data to an unauthorized server. Therefore, there is a need to provide adequate security mechanisms to control the manipulation of private data by third-party apps. The dynamic taint analysis mechanism is used to protect sensitive data in the Android system against attacks [7]. But this technique does not detect control flows which can cause an under-tainting problem i.e. that some values should be marked as tainted, but are not. Let us consider the attack shown in Figure 1 that presents an under-tainting problem which can be the cause of a failure to detect a leak of sensitive information. The variables $x$ and $y$ are both initialized to false. On Line 4, the attacker tests the user’s input for a specific value. Let us assume that the attacker was lucky and the test was positive. In this case, Line 5 is executed, setting $x$ to true and $x$ is tainted. Variable $y$ keeps its false value, since the assignment on Line 7 is not executed and $y$ is not tainted because dynamic tainting occurs only along the branch that is actually executed. As $y$ is not tainted, it is leaked to the network (Line 8) without being detected. Since $y$ has not been modified, it informs the attacker about the value of the
secret user input. Thus, malicious applications can bypass the Android system and get privacy sensitive information through control flows. This proposed work is on security of embedded systems by detecting the flow control attacks using static and dynamic taint analysis. We propose an enhancement of dynamic taint analysis that propagates taint along control dependencies to track implicit flows in embedded systems such as the Google Android operating system.

2 Related work

Many works exist in the literature to track information flows. They are based on data tainting and static and dynamic analyses for detection of vulnerabilities. Data tainting is implemented in interpreters [20], [11] to analyze sensitive data. Static taint analysis has been used to detect bugs in C programs [8], [23]. Shankar et al [18] add a new qualifier, tainted, to tag data that originated from an untrustworthy source. JFlow compiler [14] statically checks programs for correctness using information flow annotations and formal rules to prevent information leaks through storage channels. The major disadvantage of all the static analysis approaches is that they require a source code, they have some limitations due to undecidability problems [13] and they might report a number of false positives [3].

A dynamic taint analysis [16], [2], [17], [22] is used at binary level by instrumenting the code to trace and maintain information about the propagation. Thus, this mechanism suffer from significant performance overhead that does not encourage their use in real-time applications.

Privacy issues on smartphones are a growing concern. TaintDroid [7] implements Dynamic taint analysis in real-time applications. Its design was inspired by these prior works, but addresses different challenges specific to mobile phones like the resource limitations. AppFence [10] extends Taintdroid to implement enforcement policies. A significant limitation of these approaches is that they track only explicit flows and they cannot detect control flows. This can cause an under-tainting problem. Some works have been undertaken to solve this under-tainting problem. BitBlaze [19] presents a novel fusion of static and dynamic taint analysis techniques to track implicit and explicit flow. DTA++ [12], based on the Bitblaze approach, presents an enhancement of dynamic taint analysis to limit the under-tainting problem. However DTA++ is evaluated only on benign applications but malicious programs in which an adversary uses implicit flows to
circumvent analysis are out of scope. Furthermore, DTA++ is not implemented in embedded application. Trishul [15] correctly identifies implicit flow of information to detect a leak of sensitive information. Fenton [9] proposed a Data Mark Machine, an abstract model, to handle control flows. The Data Mark Machine is based on a runtime mechanism that does not take into account the implicit flow when the branch is not executed. This can cause an under-tainting problem. To solve this problem, Denning [5] inserts updating instructions whether the branch is taken or not to reflect the information flow. Denning and Denning [4] gave an informal argument for the soundness of their compile time mechanism. We draw our inspiration from the Denning approach, but we perform the required class update when Java methods are invoked, as we track Java applications, instead of performing the update at compile time.

These approaches are not implemented in embedded systems like smartphones. Thus, to secure a running process of a smartphone, we propose to prevent the execution of the malicious code by monitoring transfers of control in a program. Then we show that this approach is effective to detect control flow attacks and solve the under-tainting problem.

3 Approach

TaintDroid cannot detect control flows because it only uses dynamic taint analysis. We aim to enhance the TaintDroid approach by tracking control flow in the Android system to solve the under-tainting problem. Trishul is an information flow control system. It is implemented in a Java virtual machine to secure execution of Java applications by tracking data flow within the environment. It does not require a change to the operating system kernel because it analyzes the bytecode of an application being executed. Trishul is based on the hybrid approach to correctly handle implicit flows using the compiled program rather than the source code at load-time. To solve the under-tainting problem in the Android system [1] we use a hybrid approach that improves the functionality of TaintDroid by integrating the concepts introduced by Trishul.

TaintDroid is composed of four modules: (1) Explicit flow module that tracks variable at the virtual machine level, (2) IPC Binder module that tracks messages between applications, (3) File module that tracks files at the storage level and (4) Taint propagation module that is implemented in the native methods level.

To track implicit flow, we propose to add an implicit flow module in the Dalvik VM bytecode verifier which checks instructions of methods at load time. We define two additional rules that we have proved to propagate taint in the control flow. At class load time, we build an array of variables that are modified to handle the branch that is not executed. Figure 2 presents the modified architecture to handle implicit flow.

– Static analysis at load time:
  • We create the control flow graphs which will be analyzed to determine branches in the method control flow. In a control flow graph, each node in
the graph to represent a basic block. Directed edges are used to represent jumps in the control flow.

- We detect the flow of the condition-dependencies from blocks in the graph.
- We detect variables that are modified in a basic block of the control flow graph to handle not executed branches.

Dynamic analysis, at run time, uses information provided by the static analysis:

- We create an array of context taints that includes all condition taints.
- By referencing to the condition-dependencies from block in the graph, we set the context taint of each basic block.
- We taint modified variables that exist in the conditional instruction according to the rules of taint propagation: If the branch is taken: \( Taint(x) = ContextTaint \oplus Taint(\text{explicit flow statement}) \). If the branch is not taken: \( Taint(x) = ContextTaint \oplus Taint(x) \)
- We attach the policies that prevent the use of tainted data in defined taint sink.

4 Results

The implementation of our approach “static analysis at the load time” to handle implicit flows is finished. We have successfully created the Control Flow Graph from the java application methods. We have formally specified the under-tainting problem. As a solution, we have provided an algorithm based on a set of formally defined rules that describe the taint propagation. We have proved the completeness of those rules and the correctness and completeness of the algorithm. We have proved that our system cannot create under tainting states.
5 Conclusion and future work

In order to protect embedded systems from software vulnerabilities, it is necessary to have automatic attack detection mechanisms. In this work, we show how to enhance dynamic taint analysis with static analysis to track implicit flows in the Google Android operating system. We prove that our system cannot create under tainting states. Thus, malicious applications cannot bypass the Android system and get privacy sensitive information through control flows. Future work will be to test our approach and show that it resists to code obfuscation. Once the implementation is finished, we will be able to evaluate our approach in terms of overhead and false alarms.
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